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Abstract

In this study!, adding data of new components to an existing electronic
component library in considered. The suggested approach uses a particular
data mining algorithm to support interactive input of the data. The basic
idea is to compute association rules between the attributes of the existing
components in the library. The rules can then be used to ease the input of
the attributes of a new component. The scheme is general in the sense that
the same approach can be easily used in other similar applications as well.
We first introduce the necessary basic concepts of the association rules and
then illustrate the application of the suggested approach using a fraction of
a real component library.

Keywords: association rule, data mining, electronic component library,
printed circuit board assembly
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1 Introduction

Successful operation of a printed circuit board (PCB) assembly robot requires
three things: a numerical control (NC) program, an electronic component
library, and the configuration data of the machine. In the assembly of a new
product using a PCB robot, generation of a new NC program is usually quite
straightforward. The machine configuration data needs to be changed seldom
and is therefore often not a problem. A laborious task in the assembly of a
new product is the maintenance of the electronic component library, which
is considered in this article.

In the library, each component is characterized by dozens or even hun-
dreds of attributes, such as the dimensions of the component, nozzles, vision
data, handling speeds, polarity, and feeders. There exist both machine in-
dependent and dependent attributes. The machine independent attributes
can be directly obtained from some external source like a CAD library or
Valor parts library?. In the machine dependent data, there are several at-
tributes the values of which depend on the type of a particular machine and
some even on a specific machine. The reason for this is that the values of
some attributes are may depend e.g. on the physical environment, like the
lighting conditions of the machine. Generation of the machine-specific data
turns out to be the most laborious task when the assembly of a new product
is initiated on a certain machine. Traditionally, experience of the human
operators, manual browsing through the specification documents, and test-
ing by the machine using trial and error is required. The novel approach
suggested in this paper — which utilizes the information in the existing com-
ponent libraries — does not eliminate all the manual work, but provides a
faster semiautomated procedure for the generation of the data.

Even though the component library data has a very complex logical struc-
ture, it is possible to ignore without loss of generality the details concerning
the structure of the data. From now on, the data of the component library
is seen as a table, the rows of which correspond to the components and the
columns to the different component attributes. Each time a previously un-
used component type is included in the assembly by a machine, its attributes
have to be fed into the library which requires a large amount of manual check-
ing. This means adding a new row in the data table, which may amount up
to 100 rows.

The main contribution of this study is a novel data mining [5] approach to
support a human operator to fill in or check the correctness of the attributes

2The library contains data of about 30-40 millions of components, see www.valor.com
for more details.



for a new component attributed to some component placement machine. The
basic idea is to use the existing component libraries to construct a set of
so-called association rules, which describe dependencies between values of
different attributes. The rules can then be used either to predict the value
of an unknown attribute based on the so far recorded ones, or to detect
potentially erroneous user input. This is possible due to the fact that the
component attributes are not completely independent of each other, but the
library contains much redundant information. The redundancy could be
removed by clever data structures and by adding dependencies to the library.
However, these kind of solutions do not work due to the highly dynamic
nature and complex rules of the component attributes.

The goal of this study is to demonstrate the use of the suggested data
mining approach and to preliminarily evaluate its feasibility using real data.
Determination of the so-called large (or frequent) itemsets (see for exam-
ple [5, pp. 429-433]) — which is an essential part of the computation of the
association rules — is carried out using the well-known data mining algorithm
Apriori [1]. In the experiments, a small fraction of a component library with
317 components, each characterized by 174 attributes, was used. When an-
alyzing the data, we observed that a large proportion of the attributes were
constant (or almost constant) and some of them had a one-to-one correspon-
dence with some other attribute. Further, the values of many other attributes
could be predicted by some other attributes using rules with good support
and high confidence. To summarize, in the light of the obtained results, the
approach suggested in this paper seems to be promising and deserves to be
studied in the future in more depth using full-scale component libraries.

This article has been organized as follows. The content of the component
library is described in Section 2. In order to keep the study self-contained,
the basic ideas of the data mining techniques used are briefly discussed in
Section 3. Experimental results using the association rule algorithm Apriori
are shown in Section 4. Section 5 contains conclusions and lists some topics
for the future work.

2 Component library

A component library is a 2-dimensional data table, the columns of which
are component attributes and the rows correspond to the components, cor-
respondingly. In the general case, the scale of an attribute may be nominal,
ordinal, interval, or ratio [7, pp. 12-14]. For simplicity, in this work we as-
sume that the attributes are nominal (even though this is not actually true
for all attributes), which means that all one can say about two values of an
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attribute whether they are equal or not. However, in the data mining lit-
erature there exist approaches to deal with interval scale attributes as well.
In practice, such approaches often discretize the data and use clustering al-
gorithms or some other underlying inference mechanisms for the generation
of rules [2, 3, 4, 8, 9]. Use of such an algorithm is straightforward in our
application.

Table 1 contains a simple synthetic example of a component library which
is used through the representation for illustration purposes.

Table 1: A synthetic component library with five components and five at-
tributes.

component attribute
1 2 3 4 5
1 A A A A A
2 A A B A B
3 B A B B C
4 B A B C D
5 B A B B E

2.1 Data transformation

Before the component library can be used in the mining of association rules,
the data table needs to be transformed into a set of transactions each of
which consists of a set of items. In our application an item is a specific value,
say A, of an attribute i (i = 1,...,5). Such an item, denoted by A;, can
thus be seen as an attribute-value pair. Hence, a transaction in this context
stands for the set of all the attribute-value pairs of a component. Such a
coding is required, because a single value (like A) may occur as a value of
more than one attribute, but the two items (A; and A;, j # i) are different
and they must thus be distinguished from each other in the coding.

Also note that the data mining algorithms used in this study allow the
number of items to vary in the transactions (i.e., the rows of the table may
have a different number of columns), but every row of our data contains a
constant number of columns. Table 2 shows the data of the Table 1 converted
into five transactions, each corresponding to a component of the library.
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Table 2: Data of Table 1 converted into transactions.

transaction items
1 A Ay A3 Ay As
2 A Ay, By Ay By
3 Bl A2 Bg B4 05
4 Bl A2 Bg 04 D5
5 B, A, By By Ej

2.2 Removal of certain attributes

Before the computation of the association rules, it is sensible to make compu-
tation of the association rules lighter by removing some attributes from the
database. Roughly speaking, such attributes include the ones which would
either be part of every rule or would never be part of any rule.

e Attributes which have a constant value for every component may be
removed. The best prediction for such an attribute is naturally the
constant value which is independent of the values of any other attributes
and thus needs not to be predicted.

e Attributes which have different values for (almost) every component
may be removed, because computation of the association rules requires
that two attributes have multiple instances of one value. In other words,

no rules for attributes with a large number of different values can ever
be found.

e Attributes which have a one-to-one dependency with each other can all
be removed except for one such an attribute. A value of an attribute
with one-to-one dependency with some other attribute can easily be
predicted once the dependency is known.

One possible heuristic criterion for removal of the attributes of the first
two types in the list above is the use of entropy.® The entropy is close to
zero for attributes with almost constant values whereas for attributes with a
large number of different values it is high. This suggests that there should
be a lower as well as an upper limit for the entropy of the attributes which
are considered further.

3Use of entropy is only one possible heuristics among many that can be used for this
purpose.



The entropy of the ith attribute is computed using the formula
M;
H;=-) PjlogP;, (1)
j=1

where M; is the number of values of attribute 4, and P; is the probability of
the jth value to be present in the data; it can be estimated from the database
as the inverse of the number of occurrences of the jth value.

For example, consider the first column (attribute) of Table 2. It contains
two different values (A4; and By ), and hence M; = 2. The probability estimate
of the first value is P, = P(A;) = 2/5 = 0.4, and the probability estimate
of the second value is P, = P(B;) = 3/5 = 0.6. Hence, the entropy of that
attribute is H; ~ 0.673. Correspondingly, the entropies of the other three
attributes are 0, 0.500, 1.055, and 1.609. The maximum entropy H =~ 1.609
is obtained when all the values are different as is the case for attribute 5.

Hence, it might be sensible to remove the second and the fifth attribute
from all the transactions in the case of the synthetic data.

Table 3: Data of Table 2 with two attributes removed.

transaction items
1 A Ay Ay
2 A1 B3 A4
3 B, Bs; B,
4 B, By (Cy
5 B, Bs; B,

The one-to-one dependencies are simply computed by passing through
the whole database and checking whether certain items always occur in pairs
or not. In the example data there are no such dependencies. However, if the
fourth attribute of the component 4 would be By, attributes 1 and 4 had a
one-to-one dependency.



3 Mining of association rules

In this section, we recall the basic terminology of the mining of association
rules. A reader who is familiar with the subject may skip to Section 4, where
the application itself is described.

Data mining is defined as “analysis of (often large) observational data sets
to find unsuspected relationships and to summarize the data in novel ways
that are both understandable and useful to the data owner” [5, p. 1]. Here,
the data consists of the attribute values of components which are stored
in a component library. The relationships to be found are dependencies
between different combinations of the attribute values. These dependencies
are called association rules. Using the synthetic data of Table 3, one possible
association rule would be

By ANBs = By

which states that if the value of the first attribute is B; and the value of the
third attribute is Bs, then the value of the fourth attribute is B;. In order
to construct this kind of rules, we first briefly consider two essential concepts
related to the association rules: support and confidence.

Support. Support of an itemset X indicates the number of transactions

which contain all the items in X. For example, support of itemset { By, Bs, B,},
denoted by support(B;BsBy), is 2. It is clear from the definition, that the

support of a subset of an itemset is always greater or equal to support of

the original set. For example support(B;B;) = 3 > support(B;B3By). In

the computation of the association rules, itemsets with support greater than

or equal to some predefined limit are computed. These itemsets are called

large itemsets. If the limit is set to 2, the large itemsets of our example are

{Bi, B3}, {B1, B3, By} and {A4;, A4}. The supports of these large sets are 3,

2, and 2, correspondingly.

Confidence. Confidence of a rule indicates how often the rule holds. It is
defined as the ratio between the support of all items in the rule and support
of all items in the left-hand side of the rule. For example, the confidence of
our example rule B; A B3 = B, is given by

t(B1B3B
conf = SuPport(BiBsBi)

— 2~ 67%
support(B;Bs) 3 o



3.1 Computation of association rules

The computation of the association rules consists of two separate subtasks.
They are the computation of the large itemsets, and finding the rules using
the large itemsets. Before the computation, two parameters have to be fixed:
the minimal support (minsup) and the minimal confidence (minconf) of the
rules. The number of rules strongly depends on these two parameters.

Large itemsets. As stated earlier, a large itemset is an itemset with sup-
port greater than or equal to a given minimum support. In this work,
the large itemsets are computed using the well-known Apriori algorithm [1],
which is described below in Algorithm 1. A large itemset with & items (k-
itemset) is denoted by Lx. A potentially large (candidate) itemset with &
items is Cf, respectively. The data collection (component library) is denoted
by D.

Algorithm 1 Algorithm Apriori.
1: L= {large l-itemsets };
2: for (k = 2, Llc—l 7é 0, k++) do

3: Oy = apriori_gen(Lj_1);

4:  for all candidates ¢ € C}, do
5: c.count = 0;

6: end for

7:  for all transactions ¢t € D do
8: C, = {Ck | Cy C t};

9: for all candidates ¢ € C; do
10: c.count + +;

11: end for

12: Ly = {c € Cy | c.count > minsup};
13:  end for

14: end for

15: return |J, Ly;

Set L, contains the large itemsets of one attribute. These can be trivially
found by starting with the first possible value of the first attribute and by
counting the number of rows in which it appears. If this number is greater
than minsup the value is accepted and included in L;. Then the same is
repeated for the second possible value of the first attribute and so on. This
counting operation is repeated for all the attributes.

The Apriori algorithm uses function apriori_gen which takes all the large
(k—1)-itemsets as argument and computes out of them the potentially large
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itemsets with £ items. The function has two steps: join and prune. The join
step (Algorithm 2) first generates a set of candidate k-itemsets.

Algorithm 2 Join step of apriori_gen.

1: Cf = @;

2: for all large (k — 1)-itemsets p, ¢ € Ly_1 do

3:  Cr = Ck U {p-itemy, p.itemy, ..., p.itemy_1, q.itemy_1 | p # g,
p.itemy_1 < g.itemy_1};

4: end for

5: return C;

The prune step (Algorithm 3) removes some of the candidate itemsets.
The removal is based on the monotonicity property of large sets, which states
that a k-itemset cannot be large if all of its (k — 1)-subsets are not large.

Algorithm 3 Prune step of apriori_gen.
1: for all itemsets ¢ € C} do

2:  for all (k — 1)-subsets s of ¢ do
3: if (s ¢ Lx_1) then

4: Cr = Cy \ C;

5: end if

6: end for

7: end for

8: return Cy;

To summarize, the join step produces the candidate itemsets, that is,
the set of potentially large k-itemsets using the known large (k — 1)-itemsets.
The prune step removes some of them based on the monotonicity of large sets
without counting any itemsets from the data. For the remaining candidates,
the supports of the remaining candidates need to be computed from the data
in order to determine the actual large k-itemsets.

Association rules. When the large sets have been computed using the
Apriori algorithm, they are used in the computation of rules. From each large
set, all the possible rules are formed so that all possible variable combinations
are present on the left-hand and right-hand side of the rule. The rules which
have smaller confidence than the predefined minimum (minconf) are deleted
whereas all the other rules are retained, see Algorithm 4 for pseudo code.
Algorithm 4 describes generation of the rules in the general case. In this
work we are looking for rules with a single item on the right hand side of the
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Algorithm 4 Procedure genrules.
for all large itemsets Iy, £ < 2 do
A = {(m — 1)-itemsets a,, 1]|am 1 C A };
for all a,,_1 € A do
conf = support(ly)/support(am,_1);
if (conf > minconf) then
Output the rule a,,_1 = (lx — a,—1) with confidence = conf and
support = support(ly);
end if
if (m—1>1) then
genrules(lg, G 1)
end if
end for
end for

rule and ignoring all the others, because we are interested in prediction of
one attribute at a time, only. This restriction is made in order to keep the
update operations simple enough to be managed by a human operator.



3.2 An illustration on the use of the suggested scheme

Before we consider the experimental results, let us first look at a concrete
illustration to see how to use the predictive scheme using another synthetic
example shown in Figure 1. It shows how adding 8 attributes of a component
to a component library can be supported by the scheme suggested in this
article.

‘ 10 ‘ ‘ ‘ ‘ red ‘ ‘ ‘ top ‘ Input of a new component begins;
the constants are displayed

User gives a value for attribute #2,
‘ 10 I ‘ I ‘ ‘ red ‘ ‘ ‘ top ‘ the system shows that it is almost
! constant
| Z95% !
| _F 5%
‘ 10 ‘ 7 I 6 I ‘ red ‘ I 8 I top ‘ Use_zr gives a value for attribute #3,
‘ 1 which has one-to—one dependence
l ! with attribute #7

‘ 10 ‘ 7 ‘ 6 ‘ ‘ red I fastl 8 ‘ top ‘ User gives a value for attribute #6;
no rule for that attribute exists

‘ 10 ‘ 7 ‘ 6 I ‘ I red ‘ fast‘ 8 ‘ top ‘ User gives a value for attribute #4,
the system displays the most
! confident rule

‘ 10 ‘ z ‘ 6 ‘ 32 ‘ red ‘ fast ‘ 8 ‘ top ‘ Input is completed

Figure 1: A fictional example of typing in attributes for one component. If
there exist some recommended values for some attributes, they can be also
shown to the user who then either accepts or rejects them.
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4 Experiments

A fraction of a real-world component library with 317 components and 174
attributes was used in this experiment. In a full-scale library the number of
components is naturally much larger, but the number of attributes is realistic
in our example.

4.1 Preprocessing of the data

The data table was transformed into transactions as described above and the
entropy was computed for every attribute using Equation 1. The attributes,
entropy of which was below 10% or above 80% of maximum entropy, were
discarded. The entropies of the 174 attributes are shown in Figure 2. The
two dashed lines depict the lower and the upper entropy bounds for the at-
tributes which were used in the computation of the association rules. This
action decreased the number of attributes to 48. Next, among the remaining
attributes the ones with one-to-one correspondence with some other attribute
were to be removed. However, such attributes were not found in the remain-
ing data. (Originally there were 37 such attributes in the data, but they were
already discarded based on their entropies.)

08«

Entropy

0.4r

0.2r

50 100 150
Attributes (sorted by entropy)

Figure 2: The attributes of the sample data set ordered in an ascending order
according to the entropy.
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4.2 Computation of the rules

Large itemsets. After the preprocessing, there were 48 attributes left
which were used to compute the association rules. These attributes were
used to compute the large sets for different supports (159, 174, 190, 206,
222, 238, 254, 269, 285), which correspond to 50, 55, ..., 90 % proportion
of 317, the total number of components. The number of resulting large sets
for each support is shown in Figure 3. Also, the size of the largest itemset is
shown for each support level. For example, there are 16 large itemsets with
minimum support of 206 (65 % of maximum). This means that there are
16 different sets of attribute-value pairs such that the pairs of every set are
present at least for 206 components, and the size (i.e., the number of pairs)
of the largest set is 4.

As can be observed, the number of large sets grows rapidly as the mini-
mum support decreases. Also note that if the minimum support is set to a
too small value, the computation of large sets may become computationally
infeasible.

250

200

150

100

Number of large sets

(o)
o

%0 60 70 80 90
Support (% of maximum)

Figure 3: The number of large sets as a function of minimum support. The
number above every point denotes the number of items (i.e., attribute-value
pairs) in the largest itemset for the corresponding support.

Association rules. Next, rules with only one item on the right-hand side of
the rule were computed for each large itemset using minimum confidences of
50, 55, ..., 95 %. The number of obtained rules is shown for each confidence
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level and support in Figure 4. The number of rules for each support level
is naturally greater than the number of large sets, because it is possible to
obtain multiple rules from the items of a large set. For example, if a large
itemset is { By, B3, B, }, it is possible to obtain nine rules: B; = Bj, B; = By,
By = By, By = By, By = B, By = B;, By = B3B,;, By = BBy, and
B, = BlBg.

1600
1400 i 1

1200 50 % confidence 1

_----95 % confidence :

—
o
o
o

Py
\

800 ]

6001 2}

Number of rules

400} ]

2001 : ]

Py . -

%0 60 70 80 90
Support (% of maximum)

Figure 4: The number of rules as a function of the support for different
confidence levels 50, 55, ..., 95% (curves from top to bottom).

4.3 Characterization of the obtained rules

The illustration of the number of rules is only one characterization of the
obtained rules. An important quantity is also the number of rules with
different predictions, that is, different items on the right-hand side of the rule.
The number of the different predictions for different support and confidence
levels is shown in Figure 5.

Finally, in Figure 6 there are some of the 302 rules which were obtained
when the minimum support was set to 55 % of the maximum and minimum
confidence to 50 %.
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N
(63}

N
o

=50 % confidence .

=-95 % confidence

—_ —_
o )]
T T

)]

Number of different predictions

%o 60 70 80 90
Support (% of maximum)

Figure 5: The number of different predictions (right-hand side items in the
rules) as a function of support and confidence.

#167=0 => #33=Normal (57 %, 100 %)

#170=0 => #31=0.00 (56 %, 100 %)

#40=NORMAL CHK => #36=1 (56 %, 77 %)

#38=20 AND #39=60 => #80=0 (56 %, 89 %)

#59=1 => #40=NORMAL CHK (56 %, 79 %)

#59=1 AND #104=0 AND #163=100 => #58=1 (56 %, 99 %)
#58=1 AND #59=1 AND #104=0 => #163=100 (56 %, 88 %)
#104=0 => #47=5 (58 %, 65 %)

#38=20 => #39=60 (63 %, 96 %)

Figure 6: A small fraction of the obtained rules, when minimum support was
55 % of the maximum and the minimum confidence was 50 %, correspond-
ingly. The numbers in the parentheses after each rule indicate the support
(as percentace of the maximum support) and the confidence of the rule.

5 Conclusions and future work

In this article, we presented a new concept for the maintenance of large
electronic component libraries or any other similar database which is based
on mining association rules from an existing database. We also demonstrated
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the use of such an approach and showed that at least the small randomly
chosen fraction of the commercial component library did contain enough
redundancy to form reliable rules with good support and confidence. In
the light of the results obtained it seems that the association rule mining
approach is capable of finding useful dependencies in this data. Several issues
to be considered in the further research are listed below.

e The tests should be carried out using the entire database to fully de-
termine the usability of the approach. This requires not only similar
tests as described above, but also development of a software prototype
for the maintenance of the library to verify that it is actually possible
for a human to fully benefit from the additional information provided
by the rules.

e In this application, data is in a table form and the rules with only one
item in the right-hand side of the rule are of interest. Under these as-
sumptions, it is possible to make simplifications in the used algorithms
to lighten the computational burden of the computation of the rules.
These were not required in the experiments carried out in this study,
but this is necessary for full-scale real-world applications.

e [t is very common that a large database contains entries which are sig-
nificantly different from the majority of the data. Such entries, outliers,
in this particular application are components which have an unusual
combination of attribute values. This may be due to the fact that there
has occurred a typing error during the input of the attributes — or the
component may actually be somehow different from the others. Identi-
fication and removal of outliers would lighten computation of the rules
as well.

e In this study, the association rules were computed using a batch run
over the whole library. In reality, components are gradually added into
the component libraries. If an incremental version of the rule mining
algorithm would exist, it naturally dramatically reduced the amount of
required computational resources when the rules are updated. This is
especially true for the item frequency counters.

e In the computation of the association rules, it was assumed that all the
attributes were categorical. In reality, in our data a small fraction of
the attributes were numerical. When large databases with numerical
attributes are considered, some strategy to deal with such an attributes
must be adopted, see [2, 3, 4, 8, 9].
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e In addition to Apriori [1] algorithm used in this work, there exist many
other algorithms for mining association rules, see for example [6, 10].
One important issue in the future work is also to consider which algo-
rithm performs best for our data.
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